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Abstract— Collision-free motion is a fundamental require-
ment for many autonomous systems. This paper develops a
safety-critical control approach for the collision-free navigation
of polytope-shaped agents in polytope-shaped environments.
A systematic method is proposed to generate control barrier
function candidates in closed form that lead to controllers with
formal safety guarantees. The proposed approach is demon-
strated through simulation, with obstacle avoidance examples
in 2D and 3D, including dynamically changing environments.

I. INTRODUCTION

Collision-free navigation of controlled agents, such as
robotic systems or intelligent vehicles, is crucial for safe
autonomous behavior. While several motion planning ap-
proaches exist to tackle this problem, recent research also
focuses on reactive safety-critical control, primarily to ad-
dress dynamically changing or unknown environments where
planning is difficult. In this domain, control barrier function
(CBF) [1], [2] has become a dominant tool for safe control
design. In this paper, we focus on CBFs for safe navigation.

A variety of CBF-based approaches exists for safe naviga-
tion of various geometries. For example, [3] controlled planar
robot arms to avoid points, while [4] navigated point agents
among various obstacle shapes (ellipse, cardioid, diamond,
square, and sphere) via discrete barrier states and differential
dynamic programming. Moreover, [5] established CBFs for
multi-agent systems based on circular agent and obstacle
geometries, whereas [6] controlled manipulators to interact
with humans whose geometry was described using capsules
(cylinders with two hemispheres). For general agent and
obstacle geometries, [7] used the signed distance function
as CBF. In unknown environments, several works discussed
safe navigation with CBFs based on perception. These in-
clude signed distance approximations using support vector
machines [8] and neural networks [9]; sensor-based robot
navigation in human crowds using model predictive control
with CBFs [10]; vision-based CBFs for vehicles [11] and
LiDAR-based CBFs for mobile robots [12]; safe vision-based
control with CBFs over point clouds [13], [14] and Gaussian
splatting maps [15]; and neural navigation CBFs [16].

In this paper, we focus on scenarios where the geometries
of both the navigating agent and its environment are de-
scribed by polytopes. Related works on CBFs for polytope
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geometries include [17] where polygon robots were navi-
gated in dynamic elliptic environments by computing the
polygon-ellipse distance with an analytic approach. More-
over, [18] addressed obstacle avoidance between polytopes
via discrete-time CBF constraints in model predictive con-
trol, and [19] extended this work to continuous time using
a duality-based safety-critical optimal control approach with
nonsmooth CBFs. Finally, [20] established polygonal cone
CBFs for navigation in cluttered environments by drawing
collision cones based on the vertices of polygon obstacles.

A challenge in safe navigation is that infinitely many
points (the points of the agent) must be kept inside a safe
set (the collision-free space of the environment). Meanwhile,
classical CBF formulations keep a single point inside a set.
If the agent and environment geometries are (approximated
by) polytopes, however, the navigation problem reduces to a
combination of finitely many safety constraints which can be
encoded into CBFs. Motivated by this, here we propose an
algorithmic method to construct a smooth CBF candidate for
polytope agents navigating in known polytope environments.
The uniqueness of this method is that the resulting CBF can-
didate is given in a simple closed form, which allows the use
of analytic expressions for safe controllers even in complex
real-world settings, facilitating real-time implementation and
offering simplicity over existing optimization-based methods.
As demonstrated by simulation examples, the polytopes may
not be convex, and the method is applicable to both 2D
and 3D navigation, including dynamically changing environ-
ments. This method opens the way to address arbitrary agent
and environment geometries via polytope approximations.

II. BACKGROUND
Control barrier functions provide a constructive method

for designing safe controllers for systems of the form:

ẋ = f(x) + g(x)u, (1)

where x ∈ Rn is the state, u ∈ Rm is the input, and the lo-
cally Lipschitz functions f : Rn → Rn and g : Rn → Rn×m
describe the dynamics. Using a locally Lipschitz state feed-
back controller k : Rn → Rm, u = k(x), we intend to en-
sure that the solution of the closed-loop system:

ẋ = f(x) + g(x)k(x) (2)

evolves inside a safe set C ⊂ Rn. We call the system (2) safe
w.r.t. C if for any initial condition x(0) = x0 ∈ C the unique
solution of (2) satisfies x(t) ∈ C for all time.

Let safety be described by a continuously differentiable
function h : Rn → R, along with the safe set C defined as:

C = {x ∈ Rn : h(x) ≥ 0}. (3)



That is, the state x is safe if h(x) ≥ 0. If h has the properties
of a CBF, safe controllers can be synthesized for (1).

Definition 1 ([1]). Function h is a control barrier function
for (1) on C if there exists1 α ∈ Ke such that for all x ∈ C:

sup
u∈Rm

ḣ(x,u) > −α
(
h(x)

)
, (4)

where ḣ(x,u) = ∂h
∂x (x) ·

(
f(x) + g(x)u

)
.

Theorem 1 ([1]). If h is a CBF for (1) on C, then any
locally Lipschitz controller k : Rn → Rm that satisfies:

ḣ
(
x,k(x)

)
≥ −α

(
h(x)

)
(5)

for all x ∈ C renders (2) safe w.r.t. C.

Safe controllers can be synthesized by enforcing (5) during
control design. For example, (5) can be used as constraint
in optimization to minimally modify an existing desired
controller kd : Rn → Rm and generate a safe controller:

k(x) = argmin
u∈Rm

∥u− kd(x)∥2

s.t. ḣ(x,u) ≥ −α
(
h(x)

)
.

(6)

This optimization problem can be solved in closed form [21].

Remark 1. If safety constraints depend on time, the CBF
h : Rn × R → R and controller k : Rn × R → Rm also need
to be time dependent, whereas (5) needs to be modified to:

ḣ
(
x, t,k(x, t)

)
≥ −α

(
h(x, t)

)
, (7)

where ḣ(x, t,u) = ∂h
∂t (x, t) +

∂h
∂x (x, t) ·

(
f(x) + g(x)u

)
.

This paper addresses control design for polytope safe sets.

Definition 2. Consider the set C in (3). C is called a half
space if h is affine in x. C is called a convex polytope if it
is the intersection of finitely many half spaces. C is called a
polytope if it is the union of finitely many convex polytopes.

This necessitates set compositions (unions and intersec-
tions). Consider N sets denoted by Ci with functions hi and
index i ∈ I = {1, 2, . . . , N}. The union and intersection are
given by the max and min functions, respectively, [22], [23]:⋃

i∈ICi =
{
x ∈ Rn : max

i∈I
hi(x) ≥ 0

}
, (8)⋂

i∈ICi =
{
x ∈ Rn : min

i∈I
hi(x) ≥ 0

}
. (9)

Via smooth approximations of the max and min functions,
a continuously differentiable CBF candidate can be obtained
such that h(x) ≈ maxi∈I hi(x) and h(x) ≈ mini∈I hi(x).
For example, the log-sum-exp formulas from [23], [24]:

max
i∈I

ai ≈
1

κ
ln

(∑
i∈I

eκai
)
, min

i∈I
bi ≈ − 1

κ
ln

(∑
i∈I

e−κbi
)
,

(10)
offer one possible option for smoothing, for any ai, bi ∈ R,
i ∈ I . These formulas over-approximate the max and under-
approximate the min function, and κ > 0 is a smoothing

1Function α : (−b, a) → R, a, b > 0 is of extended class-K (α ∈ Ke)
if it is continuous, strictly increasing, and α(0) = 0.

parameter that determines the approximation error so that
κ→ ∞ recovers the max and min.

Finally, in case of bounded polytopes we rely on vertex
representations, and we will use the notion of a convex hull
that is the smallest convex polytope containing C.

Definition 3. Let C be a bounded polytope with Nv vertices
denoted by xk ∈ C, k ∈ K = {1, 2, . . . , Nv}. The convex
hull of the vertices is defined by:

H =

{
x ∈ Rn : x =

∑
k∈K

λkxk

}
, (11)

where λk ∈ [0, 1] for all k ∈ K and
∑
k∈K λk = 1.

III. NAVIGATION IN POLYTOPE ENVIRONMENTS
In this paper, we use CBF theory for safety-critical nav-

igation and achieve collision-free motions for a controlled
agent in an environment. The geometries of both the agent
and its environment are described as polytopes. We propose a
method to construct CBF candidates for polytope geometries.

We formulate CBF candidates in terms of the agent’s posi-
tion p ∈ Rp, with p = 2 for 2D and p = 3 for 3D navigation
problems. For example, for single integrator dynamics:

ẋ = u, (12)

the state x matches the position p (i.e., x = p), and the
proposed CBF candidate can be directly used to synthesize
a safe velocity input u = k(x). In more complex models,
the position p is typically a member of the state x.

Remark 2. To focus on the geometry of the problem, we use
the single integrator in our examples, while our framework
also applies to robotic systems. Tracking the safe velocity of
the single integrator by low-level controllers can guarantee
safe obstacle avoidance on various robotic systems, including
manipulators, legged, wheeled, and flying robots [7], [25],
[26]. Furthermore, in second-order robotic systems:

q̇ = v,

v̇ = D(q)−1
(
−C(q,v)v −G(q) +Bu

)
,

(13)

a CBF h for the single integrator can be extended to a valid
CBF H for the second-order system using, e.g., backstepping
as H(x) = h(q)− ∥v − k(q)∥2/(2µ) with the safe velocity
k(q) of the single integrator and µ > 0 [26], [27], [28].

A. Navigation of Point Agent
We begin with the safety-critical navigation of an agent

modeled as a point. We describe the agent’s safety based on
its position p and the geometry of the environment. First,
we discuss the simplest environment: a half space bounded
by a single wall. Then, we generalize to convex polytope
environments as intersections of half spaces. Finally, we
address general polytope environments as unions of convex
polytopes. Polytopes in the position space are formulated as:

P = {p ∈ Rp : ψ(p) ≥ 0}, (14)

where use the notation ψ : Rp → R for constraint functions
that are not necessarily CBFs. The underlying CBF candi-
dates defined over the state space will be denoted as h.



1) Half Space Environment: A safe half space bounded
by a single barrier (i.e., a wall) can be described by:

ψ(p) = n · (p−w), (15)

where n ∈ Rp, n ̸= 0, is the normal vector and w ∈ Rp is
the location of the barrier (wall), whereas ψ(p) ≥ 0 indicates
that the agent is on the safe side of the barrier. For the single
integrator in (12), this directly yields the CBF h(x) = ψ(p).

2) Convex Polytope Environment: Let the environment be
a convex polytope that is the intersection of Nw half spaces,
with index i ∈ I = {1, 2, . . . , Nw}, normal vector ni ∈ Rp,
ni ̸= 0, location wi ∈ Rp, and barrier:

ψi(p) = ni · (p−wi). (16)

To describe the intersection, the individual barriers can be
combined into a CBF candidate according to (9):

ψ(p) = min
i∈I

ψi(p). (17)

The agent does not collide with the environment if ψ(p) ≥ 0.
Due to the min function, ψ may not be differentiable, and

hence h(x) = ψ(p) is not a CBF. To obtain a continuously
differentiable CBF candidate, a smooth approximation of the
min function can be used, for example, based on (10):

h(x) = − 1

κ
ln

(∑
i∈I

e−κψi(p)

)
. (18)

Remark 3. While nonsmooth barrier function theory [22]
could enable the direct use of (17), a smooth h in (18)
facilitates the tracking of the safe velocity and the CBF ex-
tension for robotic systems [26] mentioned in Remark 2. The
smooth approximation makes the safe region slightly smaller
by smoothing the corners of the environment, with a trade-off
between smoothness and conservativeness. Increasing κ can
reduce the approximation error and conservativeness without
affecting computation times, while it leads to a more rapidly
changing gradient for h [23]. The nonsmooth case with sharp
corners and discontinuous gradient is recovered for κ→ ∞.

3) General Polytope Environment: Let the environment be
a general polytope that is the union of Np convex polytopes
with index j ∈ J = {1, 2, . . . , Np}, constructed from a total
of Nw half spaces with index i ∈ I . Let Ij ⊆ I indicate
those half spaces that form convex polytope j (i.e., half
space i belongs to convex polytope j if i ∈ Ij). The union
of the convex polytopes can be described by the following
composition of the individual barriers based on (8) and (17):

ψ(p) = max
j∈J

min
i∈Ij

ψi(p). (19)

This can be smoothly approximated, for example, via (10):

h(x) =
1

κ
ln

(∑
j∈J

(∑
i∈Ij

e−κψi(p)
)−1

)
− b

κ
. (20)

Here b > 0 is a buffer parameter which can guarantee safety
even with approximation errors, i.e., ensure that h(x) is an
under-approximation (ψ(p) ≥ h(x)) so that x ∈ C implies
p ∈ P . Note that b is needed because the max function is
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Fig. 1. Examples of polytope environments and the corresponding barriers:
(a) convex corner, (b) concave corner, (c) L-shaped obstacle, (d) crossroad.

over-approximated by (10) (while it was not needed in (18)
as the min is under-approximated). One may choose b and κ,
e.g., based on the approximation error bound in [23, Thm. 5].

Remark 4. Our framework can also describe dynamically
changing polytope environments via time-dependent barriers:

ψi(p, t) = ni(t) ·
(
p−wi(t)

)
, (21)

with translation and rotation for each boundary, as long as
their composition (19) (i.e., the topology given by Ij , J) is
time-independent. Time-dependency can be added through-
out the paper by accounting for ∂ψ/∂t as in Remark 1.

Example 1. We illustrate the barriers of polytope environ-
ments via toy examples. We drop the arguments of ψ and ψi
for brevity. The convex corner in Fig. 1(a) is captured by:

ψ = min{ψ1, ψ2}, (22)

with n1 =
[
1 0

]⊤
, n2 =

[
0 1

]⊤
, and w1 = w2 =

[
2 2

]⊤
.

Similarly, the concave corner in Fig. 1(b) is given by:

ψ = max{ψ1, ψ2}. (23)

The L-shaped object in Fig. 1(c) consists of convex corners
(related to min) and concave corners (associated with max):

ψ = max
{
ψ1, ψ2, ψ3, ψ4,min{ψ5, ψ6}

}
, (24)

which is constructed according to (19) from Nw = 6 barriers
and Np = 5 convex polytopes with boundaries I1 = {1},
I2 = {2}, I3 = {3}, I4 = {4}, and I5 = {5, 6}.

The crossroad in Fig. 1(d) is the union of two roads, each
of which is a convex polytope with two boundaries:

ψ = max
{
min{ψ1, ψ2},min{ψ3, ψ4}

}
, (25)

cf. (19) with Nw = 4, Np = 2, I1 = {1, 2}, and I2 = {3, 4}.

Example 2. We simulate an obstacle avoidance task where
a point agent, governed by (12), aims to reach a goal point
while avoiding the L-shaped obstacle from Fig. 1(c). The
agent uses the controller (6) that modifies a desired velocity
kd(x) to a safe velocity u = k(x) using the CBF (20) that
approximates (24), with κ = 5, b = 0.7, and α(h) = 2h. To
reach the goal at point pg, the desired controller is:

kd(x) = sat
(
Kp(pg − p)

)
, (26)
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Fig. 2. Safety-critical navigation of a point agent around a polytope
obstacle. Safety is maintained using the proposed CBF candidate (20).

with gain Kp = 1 and saturation at umax = 1 (sat(u) = u
if ∥u∥ ≤ umax and sat(u) = u

∥u∥umax if ∥u∥ > umax).
The simulation results2 are shown in Fig. 2. The thick

trajectory in panel (a) highlights that the agent successfully
reaches the goal without collision. Safety is maintained
throughout the motion as indicated by the nonnegative value
of the CBF in panel (b). This is achieved by modifying
the desired inputs (thin) to safe inputs (thick) in panel (c).
Moreover, the thin trajectories in panel (a) show that collision
free-motions are also achieved for other starting positions.

B. Navigation of Polytope Agent

Next we describe the safety-critical navigation of an agent
modeled as a rigid body. The agent’s geometry is assumed
to be a bounded polytope with Nv vertices indexed by
k ∈ K = {1, 2, . . . , Nv}. The positions of the vertices are:

pk = p+∆pk, (27)

with the relative position ∆pk from the agent’s center at p.

Remark 5. If the agent moves without rotation, which is
the case for the single integrator (12), then ∆pk is constant
parameter. If the agent rotates, then ∆pk becomes state-
dependent as it depends on the agent’s orientation which
needs to be represented in the state x (e.g. via Euler angles).

We describe the safety of such polytope agents in half
space, convex polytope, and general polytope environments.

1) Half Space Environment: Consider the single half
space (wall) from (15). The polytope agent is safe if all its
vertices are in this half space, i.e., pk ∈ P for all k ∈ K
with P given by (14) and (15). Using the min function, we
can construct a function ϕ so that ϕ(x) ≥ 0 indicates safety:

ϕ(x) = min
k∈K

ψ(pk). (28)

Note that ϕ may depend on the state x rather than just the
position p because pk may be orientation-dependent if the
agent rotates; cf. Remark 5. Equation (28) can be interpreted
as the agent’s center must be located in a convex polytope
whose half spaces are obtained by shifting the wall by ∆pk.
A smooth counterpart of (28) can be obtained similar to (18).

2Matlab codes for each simulation example are available at:
https://github.com/molnartamasg/CBFs-for-polytope-navigation.

2) Convex Polytope Environment: If the environment is
given by a convex polytope, as it was described in (17), the
agent is safe if all its vertices are in this polytope. Similar
to (28), this can be expressed using the min function:

ϕ(x) = min
i∈I

min
k∈K

ψi(pk), (29)

where we note that the order of the two min operators is
interchangeable. A smooth counterpart is:

h(x) = − 1

κ
ln

(∑
i∈I

∑
k∈K

e−κψi(pk)

)
. (30)

3) General Polytope Environment: If the environment is
a general (not necessarily convex) polytope, safety could
be captured by a complicated signed distance expression.
This expression can be simplified significantly by the fol-
lowing under-approximation. We use a sufficient condition
for safety: the agent is located in the polytope environment
if all its vertices are in one of the convex polytopes making
up the environment. Mathematically, this is expressed by:

ϕ(x) = max
j∈J

min
i∈Ij

min
k∈K

ψi(pk), (31)

where the order of the max and min operators is important
and not interchangeable. This formula simplifies to (19) if
the agent is a point (K = {1}) and it simplifies to (29) if
the environment is a convex polytope (J = {1}).

This under-approximation of the signed distance is illus-
trated in Fig. 1(d) for a diamond-shaped agent. The thin blue
lines show a position with zero signed distance. The agent
touches the corner here. The thick green lines highlight a
position with ϕ(x) = 0. The agent touches the boundaries
of convex polytopes (roads) but not the corner. The buffer
around the corner illustrates how conservative (31) is.

The fact that ϕ(x) ≥ 0 provides collision-free motion is
stated formally by the following theorem.

Theorem 2. Consider a bounded polytope agent with
vertices pk ∈ Rp (k ∈ K) and convex hull H, a polytope
environment P given by (14) and (19), and function ϕ defined
in (31). If ϕ(x) ≥ 0, then H ⊆ P holds, i.e., the convex hull
of the agent is safely contained in the polytope environment.

Proof. Based on Definition 3 and (14), H ⊆ P holds if:

ψ
( ∑
k∈K

λkpk

)
≥ 0, (32)

for all λk ∈ [0, 1], k ∈ K, such that
∑
k∈K λk = 1. We prove

that (32) holds for ϕ(x) ≥ 0 by showing that:

ψ
( ∑
k∈K

λkpk

)
≥ ϕ(x). (33)

Based on (16),
∑
k∈K λk = 1, and λk ∈ [0, 1], we have:

ψi

( ∑
k∈K

λkpk

)
=

∑
k∈K

λkψi(pk) ≥ min
k∈K

ψi(pk), (34)

for all i ∈ I . It can be shown that this ultimately yields:

max
j∈J

min
i∈Ij

ψi

( ∑
k∈K

λkpk

)
≥ max

j∈J
min
i∈Ij

min
k∈K

ψi(pk), (35)
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Fig. 3. Safety-critical navigation of an ellipse agent around an ellipse
obstacle. Safety is maintained by approximating both ellipses as polytopes
and using the proposed CBF candidate (36).

which is equivalent to (33) according to (19) and (31).

A smooth approximation of the max and min functions
in (31) yields a continuously differentiable CBF candidate.
For example, the log-sum-exp formula (10) gives:

h(x) =
1

κ
ln

(∑
j∈J

(∑
i∈Ij

∑
k∈K

e−κψi(pk)
)−1

)
− b

κ
. (36)

We remark that using b = 0 may be a sufficient buffer for
collision-free motion because (31) is an under-approximation
of the signed distance which already works as a buffer;
cf. Fig. 1(d). Importantly, (36) is a simple closed form
expression. Thus, h and its gradient can be calculated in
real time via elementary operations, including the evaluation
of Nw ×Nv linear functions, their exponentials, sums, and
a logarithm. Such simplicity is especially relevant when
extending CBFs to more complex systems; cf. Remark 2.

Example 3. Safe navigation of a polytope agent in a poly-
tope environment is exemplified in Fig. 3. An ellipse agent
is controlled to move around and ellipse obstacle, where
both ellipses are approximated as polytopes with 32 vertices.
This leads to 32× 32 barriers ψi(pk) which are combined
via (36) with J = K = {1, 2, . . . , 32} and Ij = {j}. The
same controller and parameters are used as in Example 2,
except that now b = 0. The agent successfully navigates
to the goal without collisions, as shown by the simulation
results (with the same colors and notations as in Fig. 2).

Example 4. Another example of safe navigation is show-
cased in Fig. 4 where a hexagonal agent is moving through a
revolving door that has the shape of a non-convex dodecagon.
In this case, 12× 6 barriers ψi(pk, t) are combined via (36)
with K = {1, 2, . . . , 6}. The obstacle-free space is the union
of 8 convex polytopes, J = {1, 2, . . . , 8}, bounded by barri-
ers I1 = {1}, I2 = {2, 3}, I3 = {4}, I4 = {5, 6}, I5 = {7},
I6 = {8, 9}, I7 = {10}, and I8 = {11, 12}, as numbered in
the figure. The barriers ψi and CBF candidate h are time-
varying because the obstacle rotates (with 0.2 rad/s), and
this is handled according to Remark 1. The controller and
parameters match those in Example 3. The snapshots of the
simulation results in Fig. 4(d) indicate that the agent manages
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Fig. 4. Safety-critical navigation of a hexagon agent through a revolving
door. Safety is maintained using a time-varying counterpart of the proposed
CBF candidate (36).

to navigate through the door while its vertices slide along the
obstacle, showing a minimally conservative behavior.

We remark that if the door was stationary the agent would
safely stop at the door without reaching the goal. This
deadlock is due to using a single waypoint (the goal point) as
motion plan, and it could be overcome via more waypoints.
This highlights that the proposed method is not meant to
substitute motion planning but it helps to ensure safety online
when following a not necessarily safe nominal motion plan.

Example 5. Finally, we present an example of safe naviga-
tion in 3D space; see Fig. 5. A cube agent is controlled to
move around a pyramid obstacle while staying above ground.
This yields 6× 8 barriers ψi(pk) that are combined via (36)
with K = {1, 2, . . . , 8}. The obstacle-free space is the union
of 5 convex polytopes, given by J = {1, 2, . . . , 5}, I1 = {1},
I2 = {2, 6}, I3 = {3, 6}, I4 = {4, 6}, and I5 = {5, 6}; see
the indices of barriers (i.e., obstacle faces) in the figure. The
controller and parameters are the same as in Example 3.
According to the simulation, the agent navigates without
collision. At the end of the motion, the proposed controller
stops the agent above the goal (that is on the ground) to avoid
collision between the bottom of the agent and the ground.

Importantly, the CBF is given by a single closed form
expression in each example, leading to a corresponding
explicit control law without solving complex optimization
problems. This highlights the simplicity of our approach and
enables real-time implementation (cf. the simulation codes).
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Fig. 5. Safety-critical navigation of a cube agent around a pyramid obstacle
in 3D space. Safety is maintained using the proposed CBF candidate (36).

IV. CONCLUSION

In this paper, we introduced an algorithmic method to gen-
erate a control barrier function candidate in closed form for
the safety-critical control of polytope-shaped agents navigat-
ing in polytope-shaped environments with formal guarantees
of collision-free motion. We established the method via an
under-approximation and smoothing of the signed distance.
We showed examples of point and polytope agents navigating
in not necessarily convex and potentially dynamically chang-
ing polytope environments, both in 2D and 3D. While this
work focused on the geometry of the problem for a single
rigid-body agent governed by simplified kinematics, future
research may address agents consisting of multiple bodies
and extensions to more descriptive dynamical models.
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